DEFINING RELATIVE QUALITIES OF OBJECT ORIENTED DESIGN IMPLEMENTATIONS USING AHP AND PROMETHEE
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ABSTRACT

A combination of Analytical Hierarchy Process and Promethee for defining ranks of object oriented (OO) software quality using MOOD2 metric set has been proposed. Software quality is presumably represented by the implementation of OO codes. MOOD2 metrics are measured on a number of Java-based applications. AHP is applied to determine weights of the MOOD2’s criteria and Promethee is employed to determine the final rank of quality posed by each application codes. The rank of implementation quality is beneficial for evaluating and selecting best OO software design. Based on the result of measuring OO quality, software structure can be improved further to achieve better characteristics that also reflect better design of the software.

Keywords: AHP, Promethee, OO Metrics, MOOD2

1. Introduction

The advanced of software engineering has shifted software development from procedural to object oriented (OO) paradigm. It results in changes on how software design is evaluated. In procedural, algorithm complexity is the main indicator of software design [1]. However, the metrics of software complexity are considerably not appropriate for object oriented software [2]. There have been many researches to develop set of metrics for systems developed using OO approach. Several studies show the adoption of these metrics to support OO programming such as Ada and Classic-Ada [3], C++ and Eiffel [4].

The adoption of the OO paradigm is to produce better and cheaper software. The main structural mechanisms of this paradigm, namely inheritance, encapsulation, information hiding or polymorphism, are the keys to foster reuse and achieve easier maintainability. However, the use of language constructs that support those mechanisms can be more or less intensive, depending mostly on the designer ability. We can then expect rather different quality products to emerge, as well as different productivity gains.

A measurement tool is required to produce quantitative values representing OO program’s qualities. Christariny developed Metrics Calculator for Java program based on Abreu’s metrics [5]. Nurmaya improved the usability of the calculator [6] and utilized it for explorative experiments on the applicability of the Confidence Interval Good OO Design (CIGOOD) proposed by Abreu in [7]. The drawback of CIGOOD was revealed by Nurmaya, i.e. the measurement result is much dependent on the quality of
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This paper presents an alternative approach for defining rank of qualities over a number of Java programs using a combination of AHP and Promethee introduced by Brans [12]. Presumably, the Java executable jars measured in the method represents the implementation quality of their respective OO designs. The approach delivers similar results with the ones produced by applying AHP in [10] and surprisingly, their relative qualities among others remain constant. It shows the solidity of AHP’s mechanism in employing multi-criteria based decision making. Moreover, this paper also shows that AHP’s pair comparisons can eliminate the lack of objective weighting method in Promethee.

2. Literature Review

This paper elaborates three main concepts, i.e. MOOD, AHP and Promethee, each of which is discussed briefly in the following sections.

2.1. MOOD2

MOOD (Metrics for Object Oriented Design) and MOOD2 (second version of MOOD), consist of 11 sub-criteria that measure four main structural mechanism of object oriented design, explained in the following points [10]:

1) **Encapsulation**: this property describes how much the design hides method and attributes internally within implementation details. Encapsulation is measured in four sub-criteria, i.e. Attribute Hiding Factor (AHF), Operation Hiding Factor (OHF), Attribute Hiding Efficiency Factor (AHEF) and Operation Hiding Efficiency Factor (OHES).

2) **Inheritance**: this property describes class hierarchy and reusability. Inheritance is measured in three sub-criteria, i.e. Attribute Inheritance Factor (AIF), Operation Inheritance Factor (OIF) and Internal Inheritance Factor (IIF).

3) **Polymorphism**: this property describes how much interfaces are implemented to ease message passing between objects. Polymorphism is measured in two sub-criteria, i.e. Behavioral Polymorphism Factor (BPF) and Parametric Polymorphism Factor (PPF).

4) **Coupling**: this property describes how tight the relationship between classes. Coupling is measured in two sub-criteria, i.e. Class Coupling Factor (CCF) and Internal Coupling Factor (ICF).

2.2. AHP

Analytic Hierarchy Process (AHP) is one of Multi Criteria Decision Analysis (MCDA) method to weigh criteria and rank alternatives [11]. AHP has three basic principles:

1) **Hierarchy construction**: decompose complex decision problem to simpler sub problems (criteria, sub-criteria, and alternatives).

2) **Criteria priority setting**: comparing priorities between paired criteria (pair-wise comparison) which is stated in nine levels scale (equally, moderate, strong, very strong, extremely important and their intermediate values). Priority setting must satisfy transitivity property, i.e. when comparing criteria i and j,

3) **Consistency Checking**: determine criteria matrix’s consistency ratio by computing

   \[ \text{Consistency Index (CI)} = \frac{\text{Consistency Ratio (CR)}}{\text{Random Index (RI)}} \]

   where CI = consistency index and RI = random index. The matrix is considered consistent when its consistency ratio is less or equal to 0.1.
AHP is excellent in structuring problems but somehow has unclear methodological aspect in compensation on determining final value of an alternative, lack of visualization, inability to identify incomparable alternatives, and limited classification by using nine level scale that needs too much interaction [13, 14].

2.3. Promethee

Promethee (Preference Ranking Organization Method for Enrichment Evaluation) is a multi criteria decision method that has produced six extensions: partial ranking, complete ranking, interval based ranking, continuous case, MCDA with segmentation constraints, and a representation of human brain [15]. This paper explores only Promethee I and II, partial and complete ranking, respectively.

Once a set of alternatives and criteria have been determined, decision maker chooses one of six preference function for each of the criteria, defines required parameters (thresholds and accepted min-max values) and criteria weights to determine preference index for every pair of criteria alternatives. There are six preference functions to choose from, i.e: usual criterion, Quasi criterion, Linear criterion, Level criterion, Linear with indifference criterion and Gaussian criterion [16].

Promethee I or partial ranking is achieved by ranking alternatives’ strength and weakness. Figure 1 depicts an example of Promethee I diagram. Promethee II or complete ranking is achieved by calculating net flow for each of the alternatives by reducing weakness from its strength. Figure 2 describes Promethee II diagram for corresponding partial ranks in Figure 1.

Unlike AHP, Promethee has no guidance to determine the weight and its original version. It does not have any support for criteria hierarchy either [12, 13]. Too many non-intuitive inputs are also required in Promethee such as suggested by [17]. However, Promethee is good in involving decision maker to simulate ranking process using different weights and preference functions. It also has simpler calculation and is easier to understand compared to AHP, as this may increase decision makers’ confidence [18].

Considering that Promethee does not support weight determination and criteria hierarchy, there is research and literature that combine AHP and Promethee [14, 15, 19]. AHP’s pair wise criteria comparison matrix offers consistent criteria weight [14]. Weight produced with this criteria matrix, can be treated as default weight set, which is alterable during simulation. This combination also offers less subjectivity and more stable ranking [19]. It should also be noted that in doing pair wise comparison, one should not always use nine level scale [14, 15].

3. Methodology

A set of experiments were conducted upon the same software set with previous research in [10], i.e. six java libraries (util, lang, io, math, ext, and net) and seven open source ERP packages (Adempiere, Freedom ERP, Plazma, jAllInOne, Compiere, TNT, and Millenium BSA). Weight set produced in previous research is used as default weights which is alterable during experiments. Default preference
function for all criteria is type 3 (linear) and each criteria standard deviation is used as threshold. Since AHP does not support minimum-maximum setting, this parameter is set to maximum value for every criteria. An experimental tool has been developed with the possibility to alter weight criteria groups (encapsulation, inheritance, polymorphism, and coupling). The tool is available on http://telaga.cs.ui.ac.id/~wida12/file/prom/.

4. Experimental Results

Ranks obtained for java libraries, are displayed in Figure 3, Table I and Table II. By applying Promethee partial ranking we can see that pairs of java.math – java.io and java.lang – java.text are actually incomparable because java.math’s strength and weakness are bigger than the ones of java.io and java.lang’s strength and weakness are bigger than the ones of java.text.

Ranks obtained for ERP packages, are displayed in Figure 4, Table III and Table IV. These complete ranks equal to the ones resulting from [10]. Using Promethee partial ranking, we can see that pair jAllInOne – Millenium BSA is incomparable because jAllInOne’s strength and weakness are bigger than that of Millenium BSA.

![Figure 3. Partial ranking of java libraries](image1)

![Figure 4. Partial ranking of ERP packages](image2)

<table>
<thead>
<tr>
<th>Table 1. Partial Ranking of Java Libraries</th>
</tr>
</thead>
<tbody>
<tr>
<td>Alternative</td>
</tr>
<tr>
<td>java.util</td>
</tr>
<tr>
<td>java.math</td>
</tr>
<tr>
<td>java.io</td>
</tr>
<tr>
<td>java.lang</td>
</tr>
<tr>
<td>java.text</td>
</tr>
<tr>
<td>java.net</td>
</tr>
</tbody>
</table>

<table>
<thead>
<tr>
<th>Table 2. Complete Ranking of Java Libraries</th>
</tr>
</thead>
<tbody>
<tr>
<td>Rank</td>
</tr>
<tr>
<td>1</td>
</tr>
<tr>
<td>2</td>
</tr>
<tr>
<td>3</td>
</tr>
<tr>
<td>4</td>
</tr>
<tr>
<td>5</td>
</tr>
<tr>
<td>6</td>
</tr>
</tbody>
</table>
The combination of AHP and Promethee results in rank of relative qualities shown in Table V. When the values are plotted into graph (Figure 5), consistence relative qualities are surprisingly maintained over the whole packages (java libraries and ERP packages).

Table 5. Relative Quality Rank of Java Libraries and ERP Packages

<table>
<thead>
<tr>
<th>Rank</th>
<th>Alternative</th>
<th>Promethee Net Flow ( )</th>
<th>AHP Result</th>
</tr>
</thead>
<tbody>
<tr>
<td>1</td>
<td>java.util</td>
<td>0.1192</td>
<td>0.444</td>
</tr>
<tr>
<td>2</td>
<td>java.io</td>
<td>0.0678</td>
<td>0.409</td>
</tr>
<tr>
<td>3</td>
<td>FreedomERP</td>
<td>0.0623</td>
<td>0.402</td>
</tr>
<tr>
<td>4</td>
<td>java.math</td>
<td>0.0545</td>
<td>0.400</td>
</tr>
<tr>
<td>5</td>
<td>Millenium BSA</td>
<td>0.0298</td>
<td>0.383</td>
</tr>
<tr>
<td>6</td>
<td>jAllInOne</td>
<td>0.0202</td>
<td>0.376</td>
</tr>
<tr>
<td>7</td>
<td>java.text</td>
<td>0.0164</td>
<td>0.375</td>
</tr>
<tr>
<td>8</td>
<td>Plazma</td>
<td>0.0024</td>
<td>0.365</td>
</tr>
<tr>
<td>9</td>
<td>java.net</td>
<td>-0.0021</td>
<td>0.363</td>
</tr>
<tr>
<td>10</td>
<td>java.lang</td>
<td>-0.03</td>
<td>0.354</td>
</tr>
<tr>
<td>11</td>
<td>Compiere</td>
<td>-0.1019</td>
<td>0.297</td>
</tr>
</tbody>
</table>
5. Conclusion and Future Research
The experimental results tell us that AHP and Promethee can be combined to define ranks based on MOOD2 measurement over several java packages. The obtained ranks are considered stable because all alternatives maintain their relative position of the ranks within the same package type. This method can be utilized to select java package having the best object oriented design quality. Moreover, by using Promethee I, it is possible to sort java programs by its strength and/or weakness and know which java programs are incomparable to one another. The results also support a view that AHP’s pairwise comparison can act as a vital supplement for the lack of weighting mechanism in Promethee.

Based on benefits and weakness of both methods, future work can be directed to explore more on the hybrid method for evaluating OO software based on the combination of AHP and Promethee. It is also worth to develop measurement tools that has ability to evaluate OO design based on conceptual model of the application. This can expose weakness as well as improve the design before investing too much effort on code implementation.
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